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Abstract
In the last few years, Applications have become significantly more complex and
increasingly more distributed. Web Services, or SOAP based requests, are emerging as
a mechanism to connect the functionality from many different platforms and application
architectures into a single service. Unfortunately, there is not a standard way to address
security within this model. This paper will present one approach to securing SOAP
based requests.
Defense in depth is one of the key attributes of the solution presented. There are many
factors involved in an application approach that joins different application architectures
on different hosts across different networks. The approach presented explains how
security is addressed as each layer of the environment is encountered and how the
various approaches are correlated into a comprehensive and manageable solution. It
also presents a holistic approach to Web Services by providing correlation between the
two key components: the message creator and the message sender. It does this using
standards based tools, including SSL/TLS, XML-Signature, and PKI certificates.

Introduction
Application security used to be easy. Applications ran on a single platform under a
single application architecture on the internal network so there was only one security
model to manage. With the advent of distributed applications, security became much
more difficult. Security had to be managed across multiple platforms. The middleware
for the distributed application architectures (DCOM, IIOP, DCE, RMI, etc…) had to
provide the security mechanism to support integration of the security context. Now we
are moving into yet another era of distributed computing, the era of Web Services, or
Simple Object Access Protocol (SOAP) based requests. Web Services make it possible
to create an application by assembling services from multiple distributed systems. The
‘middleware’ in this environment is the Hyper Text Transfer Protocol (HTTP). This
allows combining services from any platform running in any application architecture that
supports SOAP based invocations into a single application context. It is no longer
possible to rely solely upon the security features of the platform because the
components that make up the application may be hosted on a number of different
platforms. Neither is it possible to rely solely upon the application architecture security
model because a Web Service may combine components from multiple application
architectures (COM+, Java, .Net, EJB, Perl, legacy, etc…). The middleware in this
environment (HTTP) doesn’t support its own security model other than course-grained
support for user authentication. [9] There needs to be a way to tie together the security
context of the application across all Web Service invocations, regardless of platform,
application architecture, or network. This paper will address the end-to-end security
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requirements of SOAP based requests by attaching security context to the request
being made.

Simple Object Access Protocol
SOAP stands for Simple Object Access Protocol. It is a middleware technology that
allows component-based services to be accessed via HTTP (or other transport
protocols) using the Extensible Markup Language (XML) as the serialization format.
This allows any application that can make an HTTP request the ability to utilize the
services that are being exposed. These services are also known as Web Services. The
SOAP 1.1 specification is currently “a submission to the World Wide Web Consortium
(W3C) to propose the formation of a working group in the area of XML-based protocols.”
[5] SOAP is described by the W3C as “a lightweight protocol for the exchange of
information in a decentralized, distributed environment.” [5] In essence, SOAP is a
Remote Procedure Call (RPC) mechanism that allows services to be combined together
in a loosely coupled manner over a distributed, heterogeneous environment. SOAP
uses XML to describe the service invocation and is transmission protocol independent,
though the version 1.1 specification explicitly describes the HTTP binding. For the
purposes of this document, only the HTTP binding will be considered.
There are two requirements for the HTTP headers of a SOAP request. The media type
must be “text/xml”. This is specified using the “Content-Type” header.
Example:

Content-Type: text/xml; charset=”utf-8”
The other requirement is that the SOAPAction header must be present. This header is
used to indicate the intention of the SOAP request and can be used by firewalls or the
destination server to filter SOAP requests.
The SOAP specification is made up of three parts, the Envelope, the encoding rules,
and the Remote Procedure Call (RPC) representation. The Envelope, which contains
the payload of the request, is made up of two parts, the Header, which is optional, and
the Body, which is mandatory. The Body typically represents the application data
associated with the request. The serialization format of the data that is exchanged is
specified in the encoding rules. The RPC representation does not supply the services
normally associated with an RPC mechanism, such as transaction semantics or security
considerations. The Envelope Headers are extensible and can be used to supply
context information such as transaction context or security credentials. Because the
primary goals of SOAP were simplicity and extensibility, [11] security and transaction
semantics were not defined and it was assumed that a SOAP implementation would use
the underlying transport protocol to supply the additional services needed in the context
of remote invocation. The transport, however, only supplies half of the authentication
requirements of a SOAP request. It authenticates the sender of the request, but not the
creator of the message. Since the transport mechanism and message format are
completely decoupled they must be authenticated independently. In addition, once the
message creator and message sender have been authenticated, there must be a way to
correlate the two authenticated identities. [1]
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Problems with SOAP and security
A security model specific to SOAP is not defined. Until consensus on standards for Web
Services security is reached and the standards are implemented within each application
architecture, each implementation will need to provide its own model or delegate to an
external mechanism (HTTP security, application level security, etc…). Without a
consistent methodology for securing SOAP calls, different implementations will open up
different vulnerabilities.
The WS-I (Web Services Interoperability) group is defining interoperable standards for
Web Services. They have published a “Basic Profile” which is a set of non-proprietary
specifications to promote interoperability. [14] This specification recommends the use of
SSL/TLS, optionally with client side authentication, to provide security for Web Services
until a standard security model for SOAP requests is established. They have also
established a working group to deliver a set of guidelines for adherence to security
protocols that will eventually allow interoperability between Web Services
implementations. [15] One of the standards being considered is the WS-Security
specification which is being developed by OASIS. [13] WS-Security is part of a larger
strategy being proposed by IBM and Microsoft for the purpose of providing security to
Web Services. The “Web Services Security Roadmap” specifies a number of protocols
that will all work together eventually to enable secure Web Services. [17] Though the
Web Services Security Roadmap may eventually become a standard for Web Servcies
security, to date only one of the protocols is defined and industry adoption has been
slow. The focus of this document is to outline a solution for securing Web Services that
can be implemented today based upon current standards.
Web Services use the internet as their delivery mechanism which means they are
expected to be accessible through the perimeters of an organization. Current distributed
object protocols are prevented from operating through firewalls without opening
additional ports. SOAP is designed to work through port 80 or 443 (over HTTP or
HTTPS) so that it can pass through firewalls. Bruce Schneier’s comments on SOAP
assert that firewalls are intended to prevent distributed application protocols such as
DCOM that may come from untrusted sources and the ability to circumvent firewalls is
undesirable. [4] However, as we move to a truly global distributed application
environment utilizing the public Internet to expose services we must look instead at a
holistic approach to verify the authentication and authorization of requests that are
allowed through the perimeter.

Authentication Checkpoints
The first item to consider when securing Web Services is the number of hurdles that the
request must pass before it is processed. Addressing security at each access layer will
help to provide a strong ‘defense-in-depth’ strategy. Within an organization, a Web
Service will typically pass through the following layers of access control:

• Network Perimeter
• Operating system controls
• Web Access Control (WAC)
• Application controls
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Network Perimeter
The network perimeter is typically made up of firewalls and routers that control what
type of traffic can penetrate the outer bounds of the organization’s systems based upon
predefined rule sets which are derived from the company’s security policy. Access is
controlled in terms of what kind of traffic can come through the firewalls, what ports that
traffic can come through, what IP address the traffic came from or is destined for, and,
in some cases, the format of the data based upon the expected protocol for the port
(i.e., HTTP traffic is expected on port 80, so the traffic on port 80 can be inspected to
make sure it conforms to the specified format for HTTP).

Platform Security
The operating system where the code will run is the next layer of control. The identity
that the request runs as must have permission to run the code on that system. If the
application needs access to any resources on the system (files, registry keys, named
pipes, etc…), then the identity of the request must be authorized to access them as
well.

Web Access Control
The Web Access Control (WAC) can be services built into the web server or it can be
an add-on privilege management product. Either way, the WAC is an abstraction at the
web server interface that provides a ‘yes’ or ‘no’ decision based upon the credentials
supplied when a URL is requested. Most web servers provide basic authentication,
digest authentication, and certificate-based authentication (the latter under Transport
Layer Security, which is the successor to Secure Socket Layer, referenced as SSL/TLS
for the remainder of this document) in their base implementation. Microsoft’s servers
also provide native Windows authentication (NTLM or Kerberos, depending upon the
environment and configuration).  Privilege management products usually hook into the
web server to supply the same functionality plus additional features, including forms
based authentication, which is authentication based upon HTML forms and usually
managed through session cookies. Forms based authentication would normally be
handled at the application level, but since the privilege management products hook into
the web server services it is provided at the infrastructure level. The WAC will ultimately
authenticate a user based upon credentials provided. If the user passes the test for
authentication then a second test will be made to see if the authenticated user is
authorized for the resource they are requesting, in this case a URL. If the user passes
the authorization test as well then the web server will allow the user to have the
resource they have requested. Depending upon the environment and configuration, the
web server will either access the requested resource for the user using the user’s
credentials and acting as the requesting user, or it will access the resource on behalf of
the user with a predefined identity by using a set of credentials owned by the server
(aka, “service identity”).

Application Security
The last hurdle a Web Service must pass is the application security. Most application
environments have a security model built into the application architecture. When a
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request is made to the application it must be made based upon a specific user’s identity.
This prevents the code from being run indiscriminately by any arbitrary user. A critical
decision for Web Services is whether the actual credentials of the user will be passed to
the application so that the application runs in the context of the requesting user, or if the
Web Service will run the application with a set of predefined credentials. There are
arguments for each approach. Using the end user’s credentials simplifies auditing but
adds a great deal of administration overhead since the application must be configured
for each possible user. Using a service set of credentials improves performance by
limiting the context in which the application must run, allowing for the possibility of
resource pooling and reducing administration, but it may be harder to track on whose
behalf the application was run.

Corrrelation
In addition to passing all layers of control, there must be some way to correlate the
verification at each layer so there is one holistic security model that can be administered
in a centralized manner, rather than trying to manage and administer the authentication
and authorization requirements of the request at each layer of access.

XML-Signature
The next portion of this document will outline the steps involved in authenticating a
SOAP call at the various points of interception during it’s path through a distributed
system. However, XML-Signature is a critical part of the following solution so the next
few paragraphs will briefly describe the details of XML-Signature.
XML-Signature is a Recommendation by the W3C (World Wide Web Consortium) and
the IETF (Internet Engineering Task Force) that specifies how an XML document can be
signed with a digital signature. [3] The specification allows for the signing of both XML
and non-XML content. Basically, almost any resource that is URI addressable can be
signed using XML-Signature. This applies regardless of whether the object is local or
remote, text or binary. The protocol also supports multiple signatures on a single
document and the ability to sign only a portion of an XML based document. XML-
Signature was designed to be an application independent standard in order to provide
interoperability between applications as well as platforms. One of the problems that
XML Signature solves is the ability to treat portions of a document independently with
regards to digitally signing. For example, an online order may need to have the ordering
information signed to verify that the order has been placed, but other information may
be dynamically changed, like preferences on how to receive other communications.
Another scenario may exist in which different parts of a document need to be signed by
different entities, as in the case of some workflow applications.
When creating a cryptographic hash from a document, any change to any bytes in the
document will create a different hash. This is to confirm the integrity of a digital
document. However, this creates some problems when working with XML. Two XML
documents that may have some differences when compared on a byte-by-byte basis
may still be logically equivalent. This is true because of issues of white space,
comments, line delimiters, empty tags, and different ways of representing the same
format. [12] The Canonical XML specification was created to address these issues so
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that reducing a document to its canonical form allows it to be compared with other
documents that are logically equivalent but may not be physically equal. Therefore,
when creating and validating XML signed documents, if the message digests are
computed on the canonical version of the document, then the digests will be the same if
the documents are logically equivalent, even if the text of the original XML documents
has the variations noted above.

XML-Signature Representation
The following XML representation taken directly from “XML-Signature Syntax and
Processing” by Mark Bartel, John Boyer, Barb Fox, Brian LaMacchia, and Ed Simon
[16] will be a useful reference during the following discussion of the makeup of an XML-
Signature document:
  <Signature ID?>
     <SignedInfo>
       <CanonicalizationMethod/>
       <SignatureMethod/>
       (<Reference URI? >
         (<Transforms>)?
         <DigestMethod>
         <DigestValue>
       </Reference>)+
     </SignedInfo>
     <SignatureValue>
    (<KeyInfo>)?
    (<Object ID?>)*
   </Signature>
Note: “?” denotes 0 or 1 occurrence, “+” denotes 1 or more occurrences, “*” denotes 0 or more occurrences. [16]

XML digital signatures are represented by an XML document hierarchy with the element
named ‘Signature’ at the base. Under the <Signature> element is the <SignedInfo>
element, which contains information about the item being signed including the
canonicalization method used (<CanonicalizaitonMethod>), the method used to create
the signature (<SignatureMethod>), and the reference element (<Reference>). The
<Reference> element gives specifics about the signed item including any
transformations that were applied (<Transforms>), the method used to create the digest
value (<DigestMethod>), and the digest itself (<DigestValue>). The next element under
the <Signature> element is the <SignatureValue> element, which is the actual signature
that was generated when the data was signed with the user’s certificate. The next
sibling to <SignatureValue> is the optional <KeyInfo> element, which provides
information about the key that should be used to validate the signature.
The steps to generate an XML signature include creating the <Reference> elements
and the <SignatureValue> over the <SignedInfo> element. The first step to create the
<Reference> element is to apply any transforms as required by the application. Next,
the digest over the result must be calculated. Now a <Reference> element can be
created which includes the <DigestMethod> and <DigestValue> along with other
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optional elements. The next step is to generate the signature. First, a <SignedInfo>
element is created with the signature method, canonicalization method, and the
references. Next the canonicalization is applied to the <SignedInfo> element and the
<SignatureValue> is calculated. From that information the <Signature> element can be
constructed.
There are two steps to validating a signed XML document. The first step is to validate
the <Reference> and attached digest; the second is to validate the signature. To
validate the <Reference>, first the <SignedInfo> element must be canonicalized using
the canonicalization method specified. Next, the data that was digested must be
obtained and the digest specified in the <Reference> specification must be applied. The
resulting digest must be compared to the <DigestValue> in the Reference element
under <SignedInfo> to make sure they are the same. If they don’t match then the
validation has failed. If they match then the next step is to validate the signature. First,
the validation key information is obtained from the <KeyInfo> element or an external
source. Next, the canonicalization specified by the <CanonicalizationMethod> is applied
to the <SignedInfo> element. Finally, the <SignatureValue> is validated using the
signature method specified in the <SignedInfo> element.

Authentication of SOAP Requests
With an understanding of XML-Signature in place, the following steps outline a solution
to authenticate SOAP based requests in a distributed system.

Network Perimeter
In the context of Web Services, it is impractical to authorize the originator of the request
at each point of authorization, i.e., the perimeter, the WAC, all applications, and all
platforms. The performance of the request would suffer and administration of the
services would be unmanageable. Instead, the request should be verified at the
perimeter as an allowed service based upon the standard firewall controls. These
include verifying the protocol (TCP vs. UDP) and verifying it is an allowed port (80 or
443 for Web Services). In addition, the content can be checked for correct conformance
to the HTTP specification. Web Services can be identified by a Content-Type of
text/xml. When a Web Service is identified, the SOAPAction header should be checked
against a known set of allowed Web Services. When using Secure Socket Layer
(SSL/TLS), this will need to be done at the receiving server, since the firewall will not be
able to read the encrypted data. Depending upon the security needs, it may make
sense to verify the requesting IP address as an additional course grained authorization
check. The authentication of the credentials of the requester doesn’t occur until the
request reaches the WAC. At that point, the identity of the requester is authenticated
based upon the credentials supplied.

Web Access Control
At the WAC, the requesting entity must be authenticated to the session. HTTP supplies
a number of methods for authenticating a user before satisfying the request. Most web
servers support at least basic authentication, digest authentication, and certificate-
based authentication, the last option requiring SSL/TLS. Microsoft’s Internet Information
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Server (IIS) supports integrated Windows authentication (NTLM or Kerberos, depending
upon environmental factors) as well. In addition, forms-based authentication can be
used at the application level or by third party WAC add-on products. Though there are
several methods of authentication possible at the WAC, the best approach for Web
Services is certificate-based authentication with SSL/TLS. This can be accomplished
through SSL/TLS by using mutual authentication of the SSL/TLS certificate. Normally in
an SSL/TLS session only the server is authenticated, but SSL/TLS also has the option
of requesting a certificate from the client during protocol negotiation and using that
certificate to verify the authentication of the client. Using certificate-based authentication
under SSL/TLS provides a stronger case for non-repudiation once the user is
authenticated. This is because the user is authenticating with a private certificate that
(presumably) is only accessible by them. During the SSL/TLS handshake, the client tells
the server it would like to use SSL/TLS for the communications channel. The server
then sends its certificate including its public key to the client. The client verifies the
certificate (assuming it already has a trust relationship with the root certificate authority).
It then creates a session key, encrypts the session key with the server’s public key and
sends it back to the server. If the server has specified that it supports or requires client
authentication then the client also sends the server a copy of its certificate. The server
verifies the client’s certificate and, assuming it has a trust relationship with the root
certificate authority of the client’s certificate, the two can now communicate with a high
level of assurance that each is who they say they are. [8]
SSL/TLS also provides confidentiality to the message during transport by encrypting the
data that is being exchanged. One other feature provided by SSL/TLS is the use of
Message Authentication Codes (MACs). The MAC associated with a message will verify
that the message is complete and that the integrity is intact, i.e., the message received
has not been altered. So, the advantages of using SSL/TLS with client authentication
are threefold:

• The message is encrypted for confidentiality during transport
• The message is verified using MACs during transport for integrity
• Both ends of the session can be verified using strong, certificate-based

authentication
One consideration when using SSL/TLS is that, since the data is encrypted end-to-end,
it is not possible to do verification of the SOAP headers to the SOAP payload/message
at the firewall. In this case the SOAP HTTP headers (SOAPAction) should be verified
against the actual SOAP message when it is received at the server.
If certificate-based authentication under SSL/TLS is not possible then basic
authentication over SSL/TLS is a good next choice. In the case of basic authenticate,
SSL/TLS must be used because the user id and password are passed in the HTTP
headers in the clear for basic authentication. [9] Most SOAP or Web Services clients
support HTTP basic authentication in their implementation. Forms based authentication
is another possible alternative but be aware that this form of authentication will usually
require the client application to manage a set of authentication cookies and may require
an additional log-on step.



©
 S

A
N

S 
In

st
itu

te
 2

00
3,

 A
ut

ho
r r

et
ai

ns
 fu

ll 
ri

gh
ts

.

Key fingerprint = AF19 FA27 2F94 998D FDB5 DE3D F8B5 06E4 A169 4E46 

© SANS Institute 2003, As part of GIAC practical repository. Author retains full rights.

Page 9 10/09/03

Message Authentication
The next step is to authenticate the message creator. This is accomplished by using
XML-Signature to sign the payload of the SOAP request. XML-Signature will allow the
sender to authenticate the message by signing it with their private key. On the receiving
end, the receiver of the message can verify the identity of the sender of the message by
verifying the digital signature with the sender’s public key. See the previous discussion
of XML-Signature for details of how this works.
Once the sender of the message is authenticated and the creator of the message is
authenticated the message authentication and sender/receiver authentication need to
be correlated. [1] This is most easily accomplished by using the same certificate for
SSL/TLS client authentication that is used for signing and subsequently verifying the
SOAP payload. Assuming that the message channel was authenticated using a client
certificate under SSL/TLS, the certificate can be extracted during the SSL/TLS
verification and then used to verify the SOAP payload that has been signed via XML-
Signature. If another method of authentication is used for the channel (basic
authentication, forms-based authentication, etc…) then the receiver will need to look up
the public certificate of the sender based upon the credentials provided during channel
authentication. This method of verification is not as strong as having the user
authenticate directly with the signing certificate and will not supply the same level of
non-repudiation as the previous method.
When using SSL/TLS and XML-Signature together to authenticate the message sender
and message creator some other precautions should be taken to subvert a malicious
sender or recipient. A unique nonce may be added in the SOAP payload to all requests
to make them distinct and resistant to replay attacks – possibly with a verifiable
timestamp. The receiver of the messages will need to maintain some form of history of
each nonce as it is used so that they can be checked against any type of replay attack.
In addition, the intended recipient may be included in the SOAP payload of all requests.
The receiver of the message may then verify that they are indeed the intended recipient
of the message, again avoiding a replay attack. [1]

Platform and Application Security
Having established strong, non-reputable, certificate-based verification of the message
transport and the message content, the transaction flow can proceed with a high level of
assurance regarding the authenticity of the requester. This makes it possible for the
SOAP request to invoke its services to run in the context of an identity specified by the
server that has only enough privileges for the specific request, including access to any
host resources that are needed in the course of the transaction. This allows for the
application of the ‘principle of least privilege’ and aids in the centralization and reduction
of administration.

Conclusion
In summary, securing applications in the Web Services space presents challenges that
are unique in regards to integration of heterogeneous platforms, application security
models, and networks. This paper has outlined an approach to provide strong
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certificate-based authentication at the transport layer, and to provide authentication of
the message creator directly within the message itself, which can then provide a high
level of assurance for subsequent layers of execution to trust the request.
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